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Abstract. A proxy signature allows a designated person, called a proxy signer, to sign the message on behalf of the original signer. Proxy signatures are very useful tools when one needs to delegate his/her signing capability to another party. A number of proxy signature schemes have been proposed and succeeded for proxy delegations, but the schemes are in defective in proxy revocations. In this paper, we propose two proxy signature schemes based on RSA cryptosystems. The proposed first scheme does not consider proxy revocation mechanism; however, it will help us to compare our protocol with the existing RSA-based schemes. The proposed second scheme provides an effective proxy revocation mechanism. The proposed schemes do not require any secure channel to proxy key delivery and support the necessary security requirements of proxy signature.
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1. Introduction

In 1996, Mambo et al. first introduced the concept of proxy signature (Mambo et al., 1996). They classified the proxy signature on the basis of delegation, namely, full delegation, partial delegation and delegation by warrant. In full delegation, an original signer directly gives his secret key to a proxy signer, and the proxy signer signs documents on behalf of the original signer with it. The main drawback of full delegation is the absence of a distinguishability between the original signer and the proxy signer. In partial delegation, an original signer derives a proxy key from his secret key and hands it over to a proxy signer. In this case, the proxy signer can misuse the original signer’s delegated rights because partial delegation does not restrict the proxy signer’s signing capability. The weaknesses of full delegation and partial delegation are eliminated by adding an explicit warrant to the delegated rights, which is called partial delegation with warrant. A warrant consists of signers’ identity, delegation period and the qualification of the message on which the proxy signer can sign. The revocation of delegated rights (i.e., proxy revocation) is an important issue of proxy signatures scheme. The proxy revocation is essential for the situation where signers’ key is compromised or/and any misuse of the delegated rights is noticed. It may also happen that the original signer wants to terminate the delegated rights before the expiry of the delegated rights. So far, many proxy signature
schemes based on discrete logarithms (Diffie and Hellman, 1976) have been proposed in (Boldyreva et al., 2003; Hwang and Chen, 2003; Lee et al., 2001a; Lee et al., 2001b; Li et al., 2003; Lu and Huang, 2003; Kim et al., 1997; Mambo et al., 1996; Zhang, 1997); however, the proxy revocation mechanism is not addressed in these schemes. Sun (2000) proposed a scheme and claimed that the revocation problem can be solved by using a timestamp, but Lu and Huang (2003) showed that Sun’s scheme is insecure. In contrast to the discrete logarithms based proxy signature schemes, few RSA-based proxy signature schemes have also been proposed in (Okamoto et al., 1999; Lee et al., 2001b; Shao, 2003), but none of them consider the proxy revocation mechanism. In this paper, we propose two proxy signature schemes based on RSA cryptosystems (Rivest et al., 1978). The proposed first scheme does not consider proxy revocation mechanism; however, it will help us to compare our protocol with the existing RSA-based schemes (Lee et al., 2001b; Okamoto et al., 1999; Shao, 2003). The proposed second scheme provides an effective proxy revocation mechanism. The declaration of a valid delegation period in the warrant is of no use since no verifier can be assured of the exact time when a proxy signature was created. We use a timestamp in the proposed proxy revocation protocol by which the verifier can be assured of the exact time when a proxy signature was created. The rest of the paper is organized as follows. In the next section we present the related work. In Section 3 we propose the schemes. In Section 4 we analyze the security of the proposed schemes. In Section 5 we compare the efficiency of our schemes with the related schemes. The paper is concluded with Section 6.

2. Related Work

In 1999, Okamoto et al. proposed a proxy signature scheme (Okamoto et al., 1999), where the proxy signature and verification process are based on RSA and done by a smart card. Afterwards, Lee et al. (2001b) showed that a secure mobile agent can be constructed using strong non-designated proxy signature, and they proposed RSA-based proxy signature scheme. Both the schemes (Okamoto et al., 1999) and (Lee et al., 2001b) are designed as proxy-unprotected notion (Kim et al., 1997), where the original signer can forge the proxy signature by signing the message and then claim that the proxy signer has signed the message. Thus, these schemes do not meet the strong unforgeability property of proxy signatures. Moreover, Wang et al. (2003) showed the forgery attacks of (Lee et al., 2001b). In 2003, Shao proposed a proxy signature scheme based on factoring. However, Shao’s scheme does not present the security analysis of the scheme. In addition, both the schemes (Okamoto et al., 1999) and (Shao, 2003) require a secure channel to deliver the proxy key. These schemes do not provide any proxy revocation mechanism, thereby the original signer cannot revoke his delegated rights if he wants to do so, which is a practical requirement (e.g., when the misuse of delegated rights is found) of the applications of proxy signatures.
3. Proposed Scheme

In this section, we propose two proxy signature schemes. Our first scheme is proxy signatures without revocation and the second scheme is proxy signatures with revocation. In both the schemes, the signature generation and verification process are based on RSA (Rivest et al., 1978). The schemes are divided into five phases: setup parameters, proxy key generation, proxy key verification, proxy signature generation, and proxy signature verification. Throughout this article, the notation $h(.)$ is a one-way hash function (Schneier, 1996). In the rest of the paper, $h(m_1||m_2)$ denotes the hash of concatenation of two messages $m_1$ and $m_2$.

3.1. Proxy Signature without Revocation

The protocol works as follows:

[ Setup Parameters ]

(i) The original signer generates RSA public-secret key pair \((e_o, d_o)\), where \(d_o\) is kept secret, \((e_o, n_o)\) is the certified public key and \(n_o\) is the product of two large safe primes.

(ii) The proxy signer generates RSA public-secret key pair \((e_p, d_p)\), where \(d_p\) is kept secret, \((e_p, n_p)\) is the certified public key and \(n_p\) is the product of two large safe primes.

(iii) The original signer creates a signature on a warrant \(m_w\) and gives it to the proxy signer and then the proxy signer uses it to generate a proxy key. A warrant \(m_w\) is not a secret entity and consists of the delegation information, i.e., the identity of original signer and proxy signer, the qualification of the message on which the proxy signer can sign on behalf of the original signer, the validity period of delegation etc.

[ Proxy Key Generation ] The original signer does the following:

(i) Computes \(s_o = h(m_w\|e_p)^{d_o} \mod n_o\).

(ii) Sends \((s_o, m_w)\) to the proxy signer over a public channel.

[ Proxy Key Verification ] The proxy signer checks whether \(h(m_w\|e_p) = s_o^{e_p} \mod n_o\). If it holds, the proxy signer accepts it as a valid proxy key; otherwise, rejects it.

[ Proxy Signature Generation ] To sign message \(m\) on behalf of the original signer, the proxy signer does the following:

(i) Computes \(s_p = (s_o \oplus h(m\|m_w\|e_p))^{d_p} \mod n_p\), where \(\oplus\) is an exclusive-OR operation.

(ii) The proxy signature of message \(m\) is \((m, m_w, s_p, e_o, e_p)\).

[ Proxy Signature Verification ] The verifier (typically the recipient of proxy signature) verifies whether \(h(m_w\|e_p) = (s_p^{e_o} \mod n_o \oplus h(m\|m_w\|e_p))^{e_o} \mod n_o\). If it holds, he accepts it as a valid proxy signature; otherwise, rejects it.
3.2. Proxy Signature with Revocation

The proxy revocation mechanism can be categorized into two types. The first approach is to publish the public key of the original signer in a trusted server public revocation list. To validate a proxy signature, the verifier should first check whether the public key of the original signer is in the public revocation list. If the original signer’s public key is published in the revocation list, the verifier will reject the signed message. The second approach is to use a timestamp along with the warrant in the signature generation phase, thereby enabling the verifier to validate the time of proxy signature generation on checking the validity period of warrant attached with the delegated rights. Moreover, from the timestamp-based approach, the verifier can be assured of the exact time when a proxy signature was created.

The proposed scheme comprises with four participants, namely, an original signer, a proxy signer, a trusted server (TS) and a verifier (typically the recipient of proxy signature). The TS is responsible to maintain a public key revocation list. The TS will issue timestamp to the proxy signer after verifying both the revocation list and warrant.

[ Setup Parameters ]

(i) The original signer generates RSA public-private key pair \((e_o, d_o)\), where \(d_o\) is kept secret, \((e_o, n_o)\) is the certified public key and \(n_o\) is the product of two large safe primes.

(ii) The proxy signer generates RSA public-private key pair \((e_p, d_p)\), where \(d_p\) is kept secret, \((e_p, n_p)\) is the certified public key and \(n_p\) is the product of two large safe primes.

(iii) The TS generates RSA public-private key pair \((e_s, d_s)\), where \(d_s\) is kept secret, \((e_s, n_s)\) is the certified public key and \(n_s\) is the product of two large safe primes.

(iv) The original signer creates a signature on a warrant \(m_w\) and gives it to the proxy signer and then the proxy signer uses it to generate a proxy key. A warrant \(m_w\) is not a secret entity and consists of the delegation information, i.e., the identity of original signer and proxy signer, the qualification of the message on which the proxy signer can sign on behalf of the original signer, the validity period of delegation etc.

[ Proxy Key Generation ] The original signer does the following:

(i) Computes \(s_o = h(m_w || e_p || e_s)^{d_o} \mod n_o\).

(ii) Sends \((s_o, m_w)\) to both proxy signer and TS over the public channel.

[ Proxy Key Verification ] The proxy signer and TS check whether \(h(m_w || e_p || e_s) = s_o^{e_o} \mod n_o\). If it holds, they accept it; otherwise, reject it.

[ Proxy Signature Generation ]

(i) To sign message \(m\), the proxy signer first requests a timestamp to the TS. For this, the proxy signer computes \(R = h(m || m_w || e_o || e_p)^{d_p} \mod n_p\), and then sends \((R, m, e_o, e_p)\) to the TS over the public channel.
The TS verifies whether $h(m\|m_w\|e_o\|e_p) = R^e_p \mod n_p$. If it holds, the TS must ascertain the following conditions are true before issuing a timestamp:

- original signer’s public key $e_o$ is not in the TS public revocation list.
- $m_w$ is not expired.

If (ii) holds, the TS computes $T_m = h(m\|m_w\|e_o\|e_p\|t^d_p \mod n_s$, where $t$ denotes a timestamp. Then TS sends $(T_m, t)$ to the proxy signer over a public channel.

The proxy signer verifies whether $h(m\|m_w\|e_o\|e_p\|t) = T_m^{e_o} \mod n_s$.

The proxy signer computes $s_p = (s_o \oplus h(m\|m_w\|e_p\|t))^{e_o} \mod n_o$. If (ii) and (iii) hold, he accepts it as a valid proxy signature; otherwise, rejects it.

**4. Security Analysis**

In the following, we show that the proposed schemes satisfy the security features, namely, strong unforgeability, strong undeniability, strong identifiability, verifiability and prevention of misuse.

**SR1.** In our schemes, the proxy signature is created with the proxy signer’s secret key $d_p$ and delegated proxy key $s_o$. The proxy key is binding with the original signer’s secret key $d_o$. No one (including the original signer) can construct the proxy signature without having the knowledge of the secret keys $d_p$ and $d_o$. Obtaining these secret keys by any other party is as difficult as breaking RSA, which is believed to be a hard problem (Boneh, 1999). Moreover, the verification of $h(m_w\|e_p)$ with the signed message prevents the dishonest party from the creation of forged proxy signatures. Therefore, any party including the original signer cannot forge a valid proxy signature and thus, the proposed schemes satisfy the strong unforgeability property.

**SR2.** From a proxy signature of the proposed scheme, the involvements of both original signer and proxy signer are ascertained by

- the warrant $m_w$.
- the connection of the public keys $e_p$ and $e_o$ in the verification process.

Thus, the proxy signer and the original signer cannot deny their involvement in a valid proxy signature, that is, the schemes satisfy the strong undeniability property.

**SR3.** The verification process of the proposed schemes requires proxy signer’s public key $e_p$ and warrant $m_w$. Any verifier can determine the identity of the proxy signer.
from the signed message, because the signed message is computed as 
\[ s_p = (s_o \oplus h(m \| m_w \| e_o \| e_p) \| t))^{d_p} \mod n_p, \]
where \( s_o \) is a signed warrant by the original signer. Therefore, in the verification process any verifier can determine the identity of the proxy signer from \( m_w \).

**SR4.** The proxy signatures of the proposed schemes consist of an explicit warrant \( m_w \) and a signed warrant \( s_o \) delegated by the original signer. Any verifier can be convinced of the signers’ agreement and validity of the proxy signature of the transmitted message from \( m_w \).

**SR5.** Both the proxy signer and the original signer’s misuse are prevented in our schemes. The proxy signer cannot forge the delegated rights. In case of the proxy signer’s misuse, the responsibility of the proxy signer is determined from the warrant \( m_w \). The original signer’s misuse is also prevented because he cannot compute a valid proxy signature against the name of the proxy signer, which is the strong unforgeability property (SR1) of our schemes. Furthermore, if the proxy signer’s misuse of delegated rights is noticed to the original signer, the original signer immediately revokes his public key with the help of TS.

In addition to the above security properties, the proposed scheme with revocation uses a trusted server, who verifies the validity of the original signer and the proxy signer from the request \( R = h(m \| m_w \| e_o \| e_p) \| t)^{d_p} \mod n_p \) sent by the proxy signer, and then issues the timestamp.

5. Performance Analysis

In order to analyze the performance of our scheme, we compare the computational complexity of our schemes with the existing RSA-based proxy signature schemes (Okamoto et al., 1999; Lee et al., 2001b) and (Shao, 2003). It is noted that the existing schemes and our first scheme do not provide the proxy revocation mechanism, but, in the following, we show that our first scheme is efficient than the existing schemes. Our second scheme solves the proxy revocation problems and provides effective proxy revocation mechanism, which is an important requirement for many practical situation (e.g., when the secret key of the signers’ is compromised or any misuse of the delegation rights is occurred). For simplicity, we neglect exclusive-OR operation time. The notations used in the Table 1 are as follows:

- \( t_e \): computation time for an exponentiation operation;
- \( t_m \): computation time for a multiplication operation;
- \( t_o \): computation time for a modular operation;
- \( h \): computation time for a hash operation.

For simplicity, we neglect the concatenation and exclusive-OR operational time. The computation time of different phases of the schemes is given in Table 1.

It is important to note that the computation time for a valid proxy signature falls into two parts. The first part consists of the time taken for the setup parameters, proxy key generation and proxy key verification process, which are a one-time computation and
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Table 1
Computation time of the schemes

<table>
<thead>
<tr>
<th>Phases</th>
<th>OTO Scheme (Okamoto et al., 1999)</th>
<th>LKK Scheme (Lee et al., 2001b)</th>
<th>Shao’s Scheme (Shao, 2003)</th>
<th>Our Scheme without revocation</th>
<th>Our Scheme with revocation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Setup Parameters</td>
<td>$t_e + t_m + t_o$</td>
<td>$2t_e + 2t_m + 2t_o$</td>
<td>$t_e + t_m + t_o$</td>
<td>$2t_e + 2t_m + 2t_o$</td>
<td>$3t_e + 3t_m + 3t_o$</td>
</tr>
<tr>
<td>Proxy Key Generation</td>
<td>$2t_e + t_m + t_o + h$</td>
<td>$t_e + t_o + h$</td>
<td>$t_e + t_m + t_o + h$</td>
<td>$t_e + t_o + h$</td>
<td>$2t_e + 2t_o + 2h$</td>
</tr>
<tr>
<td>Proxy Key Verification</td>
<td>$t_e + t_m + t_o + h$</td>
<td>$t_e + t_o + h$</td>
<td>$t_e + t_m + t_o + h$</td>
<td>$t_e + t_o + h$</td>
<td>$5t_e + 5t_o + 5h$</td>
</tr>
<tr>
<td>Signature Generation</td>
<td>$2t_e + 3t_m + 2t_o + h$</td>
<td>$3t_e + 3t_o + 2h$</td>
<td>$2t_e + t_m + 2t_o + h$</td>
<td>$t_e + t_o + h$</td>
<td>$3t_e + 3t_o + 3h$</td>
</tr>
<tr>
<td>Signature Verification</td>
<td>$2t_e + 2t_m + t_o + h$</td>
<td>$3t_e + 3t_o + 2h$</td>
<td>$2t_e + t_m + t_o + 2h$</td>
<td>$2t_e + 2t_o + 2h$</td>
<td>$3t_e + 3t_o + 3h$</td>
</tr>
</tbody>
</table>

remain fixed for the entire delegation period. We call the sum of the setup parameters, proxy key generation, proxy key verification computation time as initial computation time. The second part consists of the computation time of proxy signature generation and proxy signature verification process, which are dynamic operations as and when required and we call the sum of these computation time as dynamic operation time.

As initial computation time is a one-time computation and remains fixed for the entire delegation period, the efficiency of the scheme depends primarily on the dynamic operation time. The schemes (Okamoto et al., 1999; Lee et al., 2001b; Shao, 2003) and our first scheme do not consider proxy revocation mechanism. It is observed from Table 1 that for a proxy signature without revocation our scheme saves at least $t_e$ or $t_o$ time unit in comparisons to others. Our second proposed scheme provides a proxy revocation mechanism but with additional computational cost as compared with others’ schemes.

6. Conclusion

In this article, we have proposed two proxy signature schemes based on RSA cryptosystems. Our first scheme does not consider proxy revocation mechanism, but it is efficient than the existing RSA-based schemes (Okamoto et al., 1999; Lee et al., 2001b) and (Shao, 2003). Our second scheme provides an effective proxy revocation mechanism, in which the proxy signer takes a timestamp from the TS and signs message on behalf of the original signer. With the proxy revocation protocol, the proxy signer cannot create a valid proxy signature after the expiry of the delegated rights or once the original signer’s public key is published in the TS public revocation list. Moreover, the timestamp in the proxy revocation protocol will assure the verifier about the exact time when a proxy signature was created. The proposed schemes satisfy the necessary security requirements of proxy signatures and do not require any secure channel to deliver the proxy key, whereas,
a secure channel is must for the schemes (Okamoto et al., 1999; Shao, 2003). The TS can remove the original signer’s public key from the public revocation list once the delegation period has expired, and thus the public revocation list will not grow unlimitedly.
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